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## setting name="cacheEnabled" v

*<!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN" "http://mybatis.org/dtd/mybatis-3-config.dtd">*

<configuration>

<properties>

<property name="dialect" value="POSTGRESQL" />

<!-- <property name="dialect" value="SQLSERVER"/> -->

</properties>

<settings>

<setting name="cacheEnabled" value="true" />

## Mapper文件

<?xml version="1.0" encoding="UTF-8"?>

*<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd">*

<mapper namespace="CliSendAdvice">

<!--

1800s 30min MybatisRedisCache

-->

<cache flushInterval="1800000" readOnly="true" size="102004" type="com.cnhis.cloudhealth.clinical.util.cache.MybatisCacheWzGuava"></cache>

## 使用与更新 ，默认select全部使用

Select应该搞个白名单。。Update不需要，使用定期模式，因为他是根据mapper已有up操作 就清空缓存了意义不大。。

## Redis gui
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\xAC\xED\x00\x05t\x00p-1444578844:-590811772:CliSendAdvice.getParameter:0:2147483647:select GetSysParamValue(?,?,?) param:9999:9999:12

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwEAAAEMCAIAAAATfC21AAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAgAElEQVR4nO3db2wcR57e8V83p2eGI1LUkJYJayntWtpIq8ueTpGSSKf1QkmAC+Ikm7zIi+AAA14g0Iu80SFaBLg3gV/k8iJB8iZODASCgpxPCGDtHpzAwcGH+GDg9sCVomOAO0BS9uBbrClRK2stmZRo6s+Q7LwYedTqrq6urunp6Zn6fl5Iw+qaqpoecuphVQ/HC8NQAADAuPjhD394/Phxw8offfTR66+/vnfv3l7J0tKS+d1HWq2ANjZuydVzsnpDJBKn5o7JqQviBwW0DwAAULQiMtDiGVn5MF64ek0663L6PWIQAACooCIy0L0ldfny+/LBUWnsVhzyfGkfkaNvSb1dwAC0PM/T7PfpjwIAgHFVRAYKt1MPrV5PPXTnY3l6X157t4ABpMuMOGEYEoMAAHBQERnI2t3F6Fee58WOd6NJWnkmZbhJFhKDAABwUGoGSiaPGHVoqNVkti2BWbQKfFl5W+bflNpOo/r9yXxEAADAHalhpbs6ojmqPrBvQZrNHP3ffkceXJHDF3PcxYxyvUdSkhBLQQAAuMbXHEvLBKlZoR7kC0Bd60svvKkeAABg8HQZKDeLACQi9XkRdqkAAECpMjJQcslHt2HUaNgMYfKQzb0AAAD6UOw6kFUGah0scgwAAAAGsjNQdOEn46rhhtVe2GDWgfTXdMdwQTQAAK4pbh3I96Vu9bEYLfbCAABA2Yz+kI/RW8ftNsK8QJr7e72k9W7TcmLYvWWh7o1oOYtAAAC4xvTvROtSgueLWF8QfUC8CZs7monGIOVDIAABAOCmIvbC5o6L2L4xfvpEAQPQyvy8sEEPAAAAVFARnxd26rxcPSfeNemkf3hqkh/IzElZOFvAAAAAAHIqIgO1FuT0pQLaAQAAKEuhfx8IAABgRJCBAACAi8hAAADARWQgAADgIjIQAABwERkIAAC4iAwEAABcRAYCAAAuIgMBAAAXkYEAAICLyEAAAMBFZCAAAOCiIj4z1cTGLbl6TlZviITPC+eOyakL4gcljQEAAOArZWWgxTOy8mG8cPWadNbl9HvEIAAAULKyMtC9JXX58vvywVFp7FYc8nxpH5Gjb0m9PdChjQHP88IwtDsKAICbyspA4XbqodXrqYfufCxP78tr7w5iRGMjM+KEYUgMAgAgpqwMZO3uokktz/NiJb0pv3coGQK6h2Ll0aaSh5RJIlmeNh6TcSqHmkY5pGQhMQgAgJi+MlByRo9RT7q1msy2JTDrOvBl5W2Zf1NqOy36ik78sRDQ+9KwjrJTzRmItaMvT+s3r8xnBAAAdPWVgbqrC5qj6gP7FqTZzNHN7XfkwRU5fDHn6BTjUeYekzUS/SqOZnUn2Zey3I5yvUc5HmEpCACAF/W7F5YWg1Ln2nqQLwB1rS+JhCK6RQ67vaRBM9w+q86AAQBwROnXA1kEIBGpz4t4+rCVucRisk8Ui3RDiSas1gAAUIICMlByKUg3hTcaNn1MHtI3m3YoOjb9zl2ytaFcW0MAAgCgHOWvA1lloNZB6w5zRYq81wmZt9ZPOQAAKFwxnxeW49KWhtVe2OQh/fExeD+URQAyX9myax8AgDFW7mem+r7UrT4Wo5WRgTSU7z+PpocqhIPke+OHOBgAAFxQ2F6Y0c6R3UaYF0hzv0nv0S+Th5R/NjCtcqydaGAyKbdgl3tip10zzqHnPAAAKqXI64F0s6zni1hfEH1AvIl+etdcMd1Pob7TXPfqJ6BEYxCXGQEAYKisvbC54yK2b4yfPlHsWMaPXRQDAMBlZb0v7NR5uXpOvGvSSf/w1CQ/kJmTsnB2YMMCAACOKisDtRbk9KWS+gIAAMhS7vvCAAAAqoEMBAAAXEQGAgAALiIDAQAAF5GBAACAi8hAAADARWQgAADgIjIQAABwERkIAAC4iAwEAABcRAYCAAAuIgMBAAAXlfWZqSY2bsnVc7J6QyR8Xjh3TE5dED8Y3rAAAMAYqlIGWjwjKx/GC1evSWddTr9HDAIAAAWqUga6t6QuX35fPjgqjd2KQ54v7SNy9C2ptwc6NKBPnueFYWh3FAAwCFXKQOF26qHV66mH7nwsT+/La+9mNu953rN+EpNN91AJk1DejgzrlzZ+2MmMOGEYEoMAoGRVykDW7i7GCnpxp6s7tXT/jR3SU7bTj+5UF+tC02yy/ohKPgp35nvlU5wsJAYBQMkGnoEyp3D1i36tJrNtCcyGF/iy8rbMvym1nZKYXUwyhHIMFu0MSwUnztjZS07wFZnvyx9Glb+RAMApA89A+pWM1Oln34I0mzm6uf2OPLgihy9WZGY11B3taI0ZuSjXeyQlCfHNAABlKmMvLC0Gpb7W14N8AahrfemFN9Vn9vIVzXVCae1EH050Sos+0n7WkJL1o83GutCPP3M8JjNu2p6gsp1eoflVSslBah6vvn6s3G6cac9v2ngAAKOoktcDWQQgEanPi9jsMqT9Xt6b7ZITanJPp1s5eqh3O++emrJ+dIUgtlqgWVcwHI9+Llc2omlH2Uvysevb7DUSHba+fnRRrZ9xpj2/aeMBAIyokjJQcilIN+82GjZ9TB6yuZdWbI3HsH5FJK/IGeJgNGNIW8uJHU3eGEoKSQ4DADCiqrkOZJWBWgeLHsczyQWDQmbfbiO9fzPnVOUiRz9dG9Ls/hSVQpI7iYOon3c8AIDxVl4GynEhRcNqLyxlHcg6MWjuWNQawLCWNHKNf9DnIe8TZPGEDrq+vinzAXNBNACUqXqfmer7Urf6WIzWIUmsDZQwqeSKL30uSOSaUJOnQt9F92KXtHZ6DIeaWd5PTbv6+nv1P34AwGgpdS/MaAq32wjzAmnuj/bSu/28Ssr7gHK9P0gS2SJ6zVDsgtno5dLR+8Yu743dV1lfc9I041eeCuX4NTTXFGvaiV1Rrtnyi9bsPViTB6Ws3+c40+prxpMpeY22sikWgQCgZGVfD6R7lfd8EesLog+IN6HvJe+Gjmaoyonc8MvM++rrm9w982iu85O3ceVRw5qGVxxr6vdyj904zUtyicYgZVMEIAAoX5X2wuaOi9i+MX76RLFjQU9sL4yp2o5FVAUADFSV3hd26rxcPSfeNemkf3hqkh/IzElZODuwYYEZGgAwhqqUgVoLcvrSsAcBAACcUKW9MAAAgLKQgQAAgIvIQAAAwEVkIAAA4CIyEAAAcBEZCAAAuIgMBAAAXEQGAgAALiIDAQAAF5GBAACAi8hAAADARWQgAADgoip9ZqqJjVty9Zys3hCJfJL53DE5dUH8YHjDAgAAI2bUMtDiGVn5MF64ek0663L6PWIQAAAwNGoZ6N6Sunz5ffngqDR2Kw55vrSPyNG3pN4uahSe54VhaHcUAABUwahloHA79dDq9dRDdz6Wp/fltXcLGUJmxAnDkBgEAEDFOXNN9N3FZJnneZ7n5WpGGW6SjXRjUK6WAQBAmSqxDpQZF9RrKrWazLYlMHsIgS8rb8v8m1Lb2eu022w/azYEHQAARlQlMpB+1SQ1oOxbkGYzRze335EHV+TwRXkx95hvXSWr9VKUctjsiAEAUFlV2QtLywqpGaIe5AtAXetLL7ypHgAAuKoqGSg3iwAkIvV5EXavAABAlTJQcslHt5HUaNj0MXnI5l4AAGDsVCgD5dO0ykCtg0WPAwAAjKRqZaDowk/G1cQNq72w/taBcr3jnQuiAQCosmplIFO+L3Wrj8VoPctA0TRDWAEAwEGVy0DdOJIRSuw2wrxAmvujHXX/RmKuABRbCur9lcXYn1skVwEAUHGV+PtAMbr04Pki1hdEHxBvwrSjdNE//KNsgQAEAED1VW4dKMPccRHbN8ZPnyhqFJmfF1ZURwAAYECquA6kc+q8XD0n3jXppH94apIfyMxJWTg7sGEBAIARM2oZqLUgpy8NexAAAGDkjdpeGAAAQBHIQAAAwEVkIAAA4CIyEAAAcBEZCAAAuIgMBAAAXEQGAgAALiIDAQAAF5GBAACAi8hAAADARWQgAADgIjIQAABw0ah9ZqqJjVty9Zys3hAJnxfOHZNTF8QPhjcsAABQIeOYgRbPyMqH8cLVa9JZl9PvEYMAAICMZwa6t6QuX35fPjgqjd2KQ54v7SNy9C2ptwc6tDHgeV4YhnZHAQCojnHMQOF26qHV66mH7nwsT+/La+8OYkRjIzPihGFIDAIAjIRxzEDW7i7GCjzP692OzevmyyHRRpRNJVtL61c/HmXLduPJbERTSAwCAIyEkclAyZk7Rj3p1moy25bA7GEGvqy8LfNvSm2nqHJJ98vMkehDRvJorETTr7JcU8duPIas7wgAQBWMTAbqri5ojqoP7FuQZjNHN7ffkQdX5PBF/UgkTwJICy5FibZp0rjdeJTrPZJyHlgKAgBU3yj9faC0OTV1rq0H+QJQ1/pS9031dlO4Zu433EtKo88u3lf6HA8AAI4YmXUgGxYBSETq8yI5koRFNX392IqXyXU/yn0xi/EAAOCOUVoHEtXajG6ObzRs+pg8FCsoMwD1hGGoPNotj633KGsSgAAA0BjvdSCrDNQ6GP0qV5KIRpPYgk3m1cq9+rHrezRrRZkDyzseAADcMXoZKLoKkjGLN6z2wiLrQLmCQt5rjfPWz5tair0WO9dlzgQsAED1jdheWA6+L3Wrj8VoPctAmr/ZUyn6d8wBAACl0VsHEsM1CbuNMC+Q5v7nX6myRa8w7fLk3g3Dq4hi9dOuidZcK61ZG8s7Ho3YaU87DywCAQBGwkhmINHvgnm+iPUF0QfEm9B3kflhEf2XW3RdSL+ZojGIC7EBACNtHPfC5o6L2L4xfvpEsWMZP3YREACAqhnVdSCdU+fl6jnxrkkn/cNTk/xAZk7KwtmBDQsAAFTIOGag1oKcvjTsQQAAgEobx70wAACALGQgAADgIjIQAABwERkIAAC4iAwEAABcRAYCAAAuIgMBAAAXkYEAAICLyEAAAMBFZCAAAOAiMhAAAHARGQgAALhoHD8z1cTGLbl6TlZviITPC+eOyakL4gfDGxYAACiJqxlo8YysfBgvXL0mnXU5/R4xCACAsedqBrq3pC5ffl8+OCqN3YpDni/tI3L0Lam3Bzo0jD3P88IwzK43jr0Pgv4Rjd/jBVAUVzNQuJ16aPV66qE7H8vT+/Lau9bdep73rH9elEfBIJ6voU/JYRgOfQwFynwsY/Z4ARTI1Qxk7e5iP/fuvhD3ZtYyRTvtZz6IDd6iqeTDL2d+igYaw3BT+POVnIzzPi+F1B+bWKB8FMnCsXm8AIo1Vhkoc65SvwjWajLblsDsVAS+rLwt829KbWf+ARbM/GU9WtN8RldO2NESu3CQnJDKmZ+i/VZkUsx7HgZdf9QN5bcLAKNrrDJQ9Pd75VH1gX0L0mzm6Ob2O/Lgihy+mHN0QzP2M9+oqNQTUZEU2A/leo+kJKExeLwACjdWGUjSY1Dqa189yBeAutaXREIRT9L3Jgrc40hu3PRKujdyvbKb7MUYth+bcvRfGo5T82CVe1iaEvNOle3oa8a6U/Y+HjNu7wEqT9Gwni8A6N+4ZaDcLAKQiNTnewFI+VJe4J6F8nYvXvQ5YaT1m9Z+b1aLlsd+w45+qdmDS8temgcbbVZfv3s7+m9sbIYnXCmWs6Nf5n3e825UDbp+WiPRkx9tatDPFwAM1BhmoORSkO4ltdGw6WPykLJfm6a0YvNBFeaG6KyWmXuSd0z7MlaoX8xL3ujzQpCi2rGWd+IfdP2kSj1fAFCIMcxA+TStMlDrYPf/tA0Cyf8qX86skLkTYchwIUpzfvQjTNvT7L9+Oe24Y1jPFwD0bzwzUI6pt2G1FxZZB0rbQ8n7a3c5azzJvYailhOU22SSfn7ytl9I/UG3I9rzqdnoGfR3S7J+IQ95WM9XV66NM7bYACS5/Zmpvi91q4/FaD3LQLl+9zWnvKpU046+/by/o+dt36LBwu9oXl8/cVoMWHMX89OevFhK32yf9S3oW6jmqicA6I3nOpAY/o5otxHmBdLc//wr1YJT8rLZWGXl9TTJ+qJd00pbeklKa0TTb1r7mvrKkrTdN+WzE+2xd1Ft2knLrB8dg+GeXez6X5PnK3oX/fkUw2/L/FtFeetbLIoov4WG9XzFGsz8+WIRCIDS2GYg0ScDzxexviD6gHgTmV3k3fIo/JBhzcxwYNedpr5hj8kbeeuHkbcpmY/KcKMwrZphvilz2zRW3zoQGJ63wp+vzFH1HpHyvgQgAGlc3QubOy5i+8b46RPFjmUMRNdOkGm410XlfZp663a57lWmXDkeAHrGeR1I59R5uXpOvGvSSf/w1CQ/kJmTsnB2YMMaVUwzxRr0ylB1GgeAIXI1A7UW5PSlYQ8CAAAMjat7YQAAwG1kIAAA4CIyEAAAcBEZCAAAuIgMBAAAXEQGAgAALiIDAQAAF5GBAACAi8hAAADARWQgAADgIjIQAABwERkIAAC4yNXPTDWxcUuunpPVGyKRz82eOyanLogfDG9YAACgAGSgdItnZOXDeOHqNemsy+n3iEEAAIw0MlC6e0vq8uX35YOj0titOOT50j4iR9+SenugQ7PgeV4YhnZHAQAYP2SgdOF26qHV66mH7nwsT+/La+8OYkTWMiNOGIbEIACAU8hAA3B3MVbgeV73RixkFFWupww3yUJiEADAKc5loF6MSKMOAbWazLYlMDtdgS8rb8v8m1LbKS+mjUHczivzDAAA4ALnMlB3tUNzVH1g34I0mzm6uf2OPLgihy8qe0/2UlR5knK9R1KSEEtBAAB3uPj3gdLm+NS5vx7kC0Bd60svvKkeAABUiYsZKDeLACQi9XmR+FpL2hJUUeUAAMCQc3thXckdMd0GUKNh08fkoWRfg7gNAAAsOJqB8mlaZaDWwd7NvLtvuXfrAABATu7uhUXzREa2aFjthX21DjRcuVaMuCAaAOAOdzOQKd+XutXHYrSeZ6BeComFjKLKAQBAXk7vhRm9FdxuI8wLpLk/1pEkFpyKKteLPcxokIo2Ra4CADjF6Qwk+jDh+SLWF0QfEG/CpKNyLgmKxiBlCwQgAIBr2AtLN3dcxPaN8dMnih1L/zI/L6y0kQAAUAWurwPpnDovV8+Jd0066R+emuQHMnNSFs4ObFgAAKAAZKB0rQU5fWnYgwAAAAPBXhgAAHARGQgAALiIDAQAAFxEBgIAAC4iAwEAABeRgQAAgIvIQAAAwEVkIAAA4CIyEAAAcBEZCAAAuIgMBAAAXEQGAgAALuIzU/uzcUuunpPVGyLh88K5Y3LqgvjB8IYFAAAykIH6s3hGVj6MF65ek866nH6PGAQAQGWRgfpzb0ldvvy+fHBUGrsVhzxf2kfk6FtSbw90aBY8zwvD0O4oAACjhQzUn3A79dDq9dRDdz6Wp/fltXcHMSJrmREnDENiEABgbJCBhuTuYqzA87zujVjIKKpcTxlukoXEIADA2CADKfRiRBp1CKjVZLYtgdkpDXxZeVvm35TaTnkxbQzidl6ZZwAAgFFHBlLornZojqoP7FuQZjNHN7ffkQdX5PBFZe/JXooqT1Ku90hKEmIpCAAwHvj7QGppc3zq3F8P8gWgrvWlF95UDwAAykIGKohFABKR+rxIfK0lbQmqqHIAACDshWkkd8R0G0CNhk0fk4eSfQ3iNgAAiCEDFaRplYFaB3s38+6+5d6tAwAAEeyF6UTzREa2aFjthX21DjRcuVaMuCAaADAeyEBF8H2pW30sRut5BuqlkFjIKKocAABEsReWweit4HYbYV4gzf2xjiSx4FRUuV7sYUaDVLQpchUAYGyQgbLpZn3PF7G+IPqAeBMmHZVzSVA0BilbIAABAMYJe2H9mTsuYvvG+OkTxY6lf5mfF1baSAAAGDTWgfpz6rxcPSfeNemkf3hqkh/IzElZODuwYQEAgAxkoP60FuT0pWEPAgAA5MZeGAAAcBEZCAAAuIgMBAAAXEQGAgAALiIDAQAAF5GBAACAi2o3b94c9hgAAADKxjoQAABwERkIAAC4iL8TPQT+1nrty7+c6NzzO194m+thbWo7aG8Fc53WgbA2NezRAQDgBDJQicKt6ZsXpm79t9rjW2lVNpsL6wvff7j3n8U+Uh4AABSLDFSe6ZsXdn3yO/o6tce3dn3yO+J5D/eeKWdUADDG/vTz+u9+skN5yPfkHyw8/rtfe1TykFAdZKDyTN88370RTuxY+8bZzvSvbE9Mhf6kt/3I31oPHl6f+fl/9La+FJHp5fNkIADoX2dbHnbUV77+xv6Jn3xRE5GiYtCj9a0//YOHTza2ul82WhN//e9PT06xqF9dZKCSTDxemXjyWff2VtB++PV/HqvwePb01Mrv1ba+FJGJJ3cmHt/eau4pe5QA4IxW3fvBrwf/4SdTYhuDNp/Kz//s6Vbn2ZeP1rcnW43J1vMKP13sTE49i0QTgXzj1+q1ep+jRpHIQCWpPbnz/PbjW1O3frcz/SvRCsHD69HrhCae/IIMBAAF+vZL/uyk1/sy3JKrt7Z+fc/ErQfTf/T55Hdm15r+Vq4Gv1zb/nI17H3peV7Q8GJ1Hn8ZRuvP7Obt2BVCBiqJ11mLftn+i3+lr++/WF9E9u3bt7y8XPCwaH9k+wX6sW/fvu6N5Hdv91AJ39V5OzKsr6m2oy67mi9klC8ehSKyq+m90m78+P6u786u5opBO2a8l1/1//L/bnSehJ2n22nVgrofNLwDx1o7ZuIJCcNFBipJGEznq1/Qm+SVM3Tv5a/L4sUu1kKvkf5bVnY0uJfpZDtpD61YJTwuTSNpR03KDZ96iTyK6KG0U209nrxMxmn4vGjGbz7yAs9nGuVPZVovedvpx/LycqxN/TObrF+gvTP+VL3x48/yxaBa3avVwy8+e6qv1r1CqFafrNU9KetFBibIQCXZqs/nq994OVbS/fkvfHaMvu6bt5+s3P0yVh69bTH+Xn1lX4NrP1d6GPTjyitzkkirYF6eNjbl95XhYzQJB/pycyY5L3PMmjp5h22SCzPPZ5q0n3cNk/Q2uCzSP+ufnb27fJHGjz9rv9a+PzmRuqiTZnt72/d9EQlFtja3JmoT3ovl0RHmfR4xIGxMlmRzct92MGtYeTvYtTn59f477f5cRV+tBvGTplm66Of3tmS+0ZcX1f6gDfpxdZNo/+O06Ld3e9Rf0Pt5XtLOv6a8dzvWl7I8l9F6IpKvV2V6shk+7oS7d3hfnwv+z9quvHff3Nz69NM7GxuPReTB2vrNm589WFsXkY2Nx59+emdzM99lRigN60DlWd/zmzs//c8mNb985Z+KKLaNlUsOsYUcyflrUGz9o/D2Y32NRPvK38Wjk6KUdd56d9Rs0+RtUDnN5CrX78UUuFqZa5zKwaQ13rtdnYhguH2Wueqjr2P+za+vqV+70n/f5k05aU+3sgvrn5Q//vnzmDJd0121ExvP0p98IiLb29sisrWl/nd7e1tk4o033vjDP76UOZLkQ9A83rT6ly5ldwQhA5Xpwau/JRJO3f7vfmc1rU7oN77c85trr/4L82ZjE3Dhr+ma9gv5jW2I49fcpXe7d9+8u1SFPK5uI8ktGOWZN5neTGbZzPJcSxSx0aatqZi0aX7y9ecnsy/DDaOhZ6lBLPPEkkS0XBmwlHs6ad+3yvr68SjrR3+4lD9og1tMSj6oXy5nXAzUc/HixVhTvdvJEyWqF5/oadTXv3z5ss3Dcw8ZqDyh31w78NtrB3679vjm7I1/2fhiUUTurcvclIjIk/apLw79m87kNyw+JaP/FRS79ot6uRnW+NMqD6VffTuZJZkGEYDMaWbWWLldAFJ+Z5rUjJYrf9vWG/SMq6E8IQONYrE1HsP61bf8iwd/8Cc/e/R48zt/7Wt/89uvlNev9ufLMMfr6yMTGWgINpt7Nxt7GiKhyN0HMjslnshmY0+ndSDzvsuqbRel7o9E71+71YvCjXr7Ves3l1jUkJQIklmu70KzThA9S2nlxY4nl1ytacZvoaiEWoLk01fI7Jv39ap3zvs8FY+ebP7+Rz/9e9/Z/8ruqf/6P/78rx6Y2zGp+yOGy6rdqGIldxKLrY8oMlAlhH5j45V/UnizJi9S/b+YVnziz6v6UcZO2gZQ3vJBn5+848lrDJ7foTx8zR2LOp9DWdK4t/poqlX/oyuf/sPTByY8b2sr1Ncf9PdP3vbH4Pt5uPxhDwAiIluN+c6Ov2JYOZn3o3vwue6btpxu0b7yUD/tR79M/s49uPYNaS6YKPxx8etdpu6lEv030rth/v1WMv33Ruw8mPy8Fz68AVVO1u9zEWjjcefnt9e2tsK79zc8Tz66/On+vbt2TjV6faXtRu2LyNup+V36PDkwxDpQJdQeLc/87N/f/9a/s7hv9AVaXrxmNnlb8q/l6tvvVYvuVvTffu/uyi2PtPJC2k9GFruuC3xcuZ6yWL/JnaneDeVUmlmuPz9JafX17eQdpzlNv7mel7R20s6//nnJJddsl/bNYzFO8+cx9j0f/TI2nmiSMHm96tbXnD3D87x858GP/vdPd001f/H5+rHD87vbrekd9YNfb6c1G20/dk667wsz8cYbbyjPzwsDi3yz9R6s5kGl1ed9YYa8of9a46bZ6+d23PlRKPL/bsu39ogn3r1v/6eNl79nePdB/z5H+9Xpd1iPBRgPP7lb/y8/ffZn+k/s8ed3+CJy/vf/7LvHFv78L355f+3x0W+9fPLICx/OOF3b/I2X7ilbU2agy/9z7enTzsrKL196adf0dOv+/Qdra+szM1OzszsfPtz4/PPVr31td70enPzHM7v3lfSJqZcvXz5+/Lhh5Y8++uj111/fu3dvr2Rpacn87iONvbBK6LQOPJr92+b19dtS/aP9ivSbXG8D0L8nT7dmZyb/0d/6ZhD4O6dy5JLYXhi/n4w69sIqIdj4ZNfP/u0XB/+1+V0G/bNH+1Xol1dYoE9TQbh/erN7u1ULuje+e2zh9/7XNeMvilMAAAFCSURBVN+Tb+5rH351LleDyp9Kz/NExPe93u1kCSqIDDQcT3ce2XHnR9ESkzfGAwBy+dV251fba93bi6vtO48nROTXDr38rVfnNre2d0wGhfQSBLU9e16q1wMRmZnZ0WgEzWZdRFqt5p49LwUBU21FsRc2HOsL31979Qe9L9de/cH6wveHNxwAcEujPlFIAJpqT3QXexqN+ldrP36r1ex+TqrneY1GXUR839vRzv33bzFohNOhefDqb23u2L+z9cH9/d8zvxoaAGAnkO2Gv51Zre5l/JWgqMnpiSN/Z+qTpY2nj1Nbrjf9bx5vtabJQJVDBhqmjZe/Jy9/b2PYwwAAF/yNXWuDaHbv4ebew81BtIxBYy8MAAC4iAwEAABcRAYCAAAuqkX/NCQAABh1ly9fHvYQRgPrQAAAwEVkIAAA4KL/DyBPxoNS6dfAAAAAAElFTkSuQmCC)

这个hto d package mode is : maohao ..busi juhao ..

## MybatisCacheWzGuava

package com.cnhis.cloudhealth.clinical.util.cache;

import java.util.List;

import java.util.Map;

import java.util.concurrent.Callable;

import java.util.concurrent.FutureTask;

import java.util.concurrent.locks.ReadWriteLock;

import java.util.concurrent.locks.ReentrantReadWriteLock;

import org.apache.ibatis.cache.Cache;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import com.cnhis.cloudhealth.clinical.util.AsynUtil\_prjcli;

import com.google.common.collect.Lists;

import redis.clients.jedis.Jedis;

import redis.clients.jedis.JedisPool;

import redis.clients.jedis.JedisPoolConfig;

// com.cnhis.cloudhealth.clinical.util.cache.MybatisRedisCache

public class MybatisRedisCache extends MybatisCacheAbs implements Cache {

public static ThreadLocal<Jedis> ThreadLocal\_jedis = new ThreadLocal<>();

public static void main(String[] args) {

}

public static String host = "192.168.1.18";

private static Logger logger = LoggerFactory.getLogger(MybatisRedisCache.class);

public static Jedis redisClient; // = createReids();

private final ReadWriteLock readWriteLock = new ReentrantReadWriteLock();

private String id;

public MybatisRedisCache(final String id) {

if (id == null) {

throw new IllegalArgumentException("Cache instances require an ID");

}

logger.debug(">>>>>>>>>>>>>>>>>>>>>>>>MybatisRedisCache:id=" + id);

this.id = id;

}

public MybatisRedisCache() {

// TODO Auto-generated constructor stub

}

@Override

public String getId() {

return this.id;

}

@Override

public int getSize() {

Jedis Jedis1 = createReids();

return Integer.valueOf(Jedis1.dbSize().toString());

}

public static ThreadLocal<Object> curkey = new ThreadLocal<>();

/\*\*

\* value arraylist

\*/

@Override

public void putObject(Object key, Object value) {

// Object curkey= MybatisRedisCache.curkey.get();

String string\_curkey = key.toString().toLowerCase();

if (string\_curkey.contains("tmp") || string\_curkey.contains("temp") || string\_curkey.contains("count")

|| string\_curkey.contains("insert") || string\_curkey.contains("update")

|| string\_curkey.contains("delete") || string\_curkey.contains("drop")

|| string\_curkey.contains("exist"))

return;

try {

logger.debug(">>>>>>>>>>>>>>>>>>>>>>>>putObject key:" + key + " ,val:" + value);

if (key == null)

return;

Jedis Jedis1 = getReids();

byte[] serialize\_key = SerializeUtil\_prjcli\_pkgcache.serialize(key.toString());

Jedis1.set(serialize\_key, SerializeUtil\_prjcli\_pkgcache.serialize(value));

try {

Jedis1.expire(serialize\_key, 300); // def 5min

} catch (Exception e) {

logger.error(" mybatisredis cache.Jedis1.expire(serialize\_key, 300) ", e);

}

} catch (Exception e) {

logger.error(" mybatisredis cache.putObject ", e);

e.printStackTrace();

}

}

@Override

public Object getObject(Object key) {

String whiteList="";

String blackList="tmp,temp,count,insert,update,delete,drop,exist";

String string\_curkey = key.toString().toLowerCase();

if (string\_curkey.contains("tmp") || string\_curkey.contains("temp") || string\_curkey.contains("count")

|| string\_curkey.contains("insert") || string\_curkey.contains("update")

|| string\_curkey.contains("delete") || string\_curkey.contains("drop")

|| string\_curkey.contains("exist"))

return null;

curkey.set(key);

logger.debug(">>>>>>>>>>>>>>>>>>>>>>>>getObject key:" + key);

Jedis Jedis1 = getReids();

try {

byte[] key2 = SerializeUtil\_prjcli\_pkgcache.serialize(key.toString());

System.out.println("--");

byte[] bytes = Jedis1.get(key2);

if (bytes == null)

return null;

Object value = SerializeUtil\_prjcli\_pkgcache.unserialize(bytes);

logger.debug(">>>>>>>>>>>>>>>>>>>>>>>>getObject key:" + key + " ,val:" + value);

return value;

} catch (Exception e) {

logger.error(" mybatisredis cache.getObject ", e);

e.printStackTrace();

}

return null;

}

@Override

public Object removeObject(Object key) {

// Jedis Jedis1= createReids();

// return

// Jedis1.expire(SerializeUtil\_prjcli\_pkgcache.serialize(key.toString()),

// 0);

return 0;

}

@Override

public void clear() {

try {

// Redis Flushdb 命令用于清空当前数据库中的所有 key。

// redisClient.flushDB();

System.out.println("");

} catch (Exception e) {

logger.error(" mybatisredis cache.clear ", e);

e.printStackTrace();

}

}

@Override

public ReadWriteLock getReadWriteLock() {

return readWriteLock;

}

protected Jedis createReids() {

/\*\*

\* Jedis jedis = new Jedis("192.168.1.18"); jedis.auth("cnhis");//

\* password return jedis;

\*/

// JedisPool pool = new JedisPool(host, 6379);

/\*

\*

\* \*/

// JedisPoolConfig config = new JedisPoolConfig();

// config.setMaxActive(500);

// config.setMaxIdle(1000);

// config.setMaxWait(1000);

// String AUTH="cnhis";

// config.setTestOnBorrow(true);config.setTestOnReturn(true);

// JedisPool JedisPool1 = new JedisPool(config, host, 6379, 5000, AUTH);

// return JedisPool1.getResource();

Jedis jedis = new Jedis("192.168.1.18");

jedis.auth("cnhis");// password

jedis.select(2);

redisClient = jedis;

return jedis;

}

public void putObjectByThrdlocalCurKey\_AsynProxy(final String key\_valideTag, final Object param\_shouldbelist) {

final Object curkey1 = MybatisRedisCache.curkey.get();

AsynUtil\_prjcli.execMeth\_Async(new FutureTask<>(new Callable() {

@Override

public Object call() throws Exception {

putObjectByThrdlocalCurKey(key\_valideTag, curkey1, param\_shouldbelist);

return null;

}

}), "threadName");

}

/\*\*

\*

\* @param param\_shouldbelist

\* @param m

\* @param parameter

\*/

synchronized public void putObjectByThrdlocalCurKey(String key\_valideTag, Object curkey1,

Object param\_shouldbelist) {

//// Object curkey = MybatisRedisCache.curkey.get();

if (curkey1 == null)

return;

if (curkey1.toString().contains("getBCK01A"))

System.out.println("dbg");

if (key\_valideTag.length() > 0)

if (!curkey1.toString().toLowerCase().contains(key\_valideTag.toLowerCase().trim()))

return;

String string\_curkey = curkey1.toString().toLowerCase();

if (string\_curkey.contains("tmp") || string\_curkey.contains("temp") || string\_curkey.contains("count")

|| string\_curkey.contains("insert") || string\_curkey.contains("update")

|| string\_curkey.contains("delete") || string\_curkey.contains("drop")

|| string\_curkey.contains("exist"))

return;

if (param\_shouldbelist == null)

return;

List param\_list = Lists.newArrayList();

if (param\_shouldbelist instanceof List) // map

{

} else

param\_list.add(param\_shouldbelist);

byte[] key2 = SerializeUtil\_prjcli\_pkgcache.serialize(string\_curkey);

Jedis Jedis1 = getReids();

if (!Jedis1.exists(key2))

putObject(curkey1, param\_list);

MybatisRedisCache.curkey.set(null);

}

private Jedis getReids() {

if (ThreadLocal\_jedis.get() == null) {

Jedis redisClient = createReids();

ThreadLocal\_jedis.set(redisClient);

}

return ThreadLocal\_jedis.get();

}

}

## 手动更新缓存

String **parameter** = cliSendAdviceDao.getParameter(map);

//ati set cache

MybatisCacheAbs1.putObjectByThrdlocalCurKey\_AsynProxy("getParameter",parameter);

// new MybatisRedisCache().putObjectByThrdlocalCurKey("getParameter",parameter);

//end set cache finish

# 其他增强